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Abstract—A medium sized power system, with a large number of devices, is fully modeled and simulated in Modelica. For this, new models for electrical components and mathematical blocks were developed in Modelica and the full system topology and parameters were taken from a reference system made in Eurostag. Initialization and time-domain simulations are performed in a Modelica simulation environment and the results obtained for the steady-state and the response to time-events are compared and validated with simulations performed in Eurostag.
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I. INTRODUCTION

One of the major concerns in the field of power systems nowadays is the need of a common language for dynamic components models that could allow different TSOs to have a common understanding the dynamic behaviour of any particular device or control system. Substantial efforts have been devoted in the recent years to investigate the modelling of power system components using Modelica [1], an open modelling language that has proven to be suitable for the development of a common language allowing the exchange of mathematical models used in time-domain simulations [3], [4]. The European project iTESLA [5], on deployment until 2015, took over the developments of the first version of a Power System Library (PSL) started in [4]. A full Power System Library has now been developed in Modelica, extending the first library with a large number of new models, giving it structure and hierarchy, adding models created by different development teams, and ensuring compatibility with the standard Modelica library. This work allows to test the modelling and simulation of power systems growing in size and therefore in complexity [6] using Modelica. This power system library is being developed with the clear purpose of providing users with an open library compliant with many Modelica tools that facilitates the development and easy exchange of models, as well as the assembly and simulation of medium to large size power systems. Moreover, one of the main objectives of the iTesla project is to model parts of the European network in Modelica, and to perform simulations using different Modelica simulation environments. For the system studied here we focused in two environments: OpenModelica [7], which is an open source simulation environment developed and supported by Linköping University and the Open Source Modelica Consortium, and Dymola which is a commercial simulation environment from Dassault Systemes [9]. In this paper we discuss a system composed of 22 buses containing numerous lines, transformers and loads, as well as various synchronous machines with complex regulations. The system was built in Modelica language using models existing in the iTesla power system library and new models specifically developed for this system and later included in the library.

The paper is structured as follows: In Section II different models of power system components developed in Modelica are described. These models have been used specifically for developing the 22-buses system. In Section III, the validation process of power system components is explained. In Section IV, the development of the full mid-size model is presented. Initialization issues and pros and cons of using OpenModelica [7] and Dymola [9] simulation environments are also described. Section V is dedicated to analyse the simulation results of the full system.

II. MODELLING POWER SYSTEM COMPONENTS IN MODELICA

Modelica is an object-oriented equation-based programming and modelling language, which allows the representation of cyber-physical systems using a strict mathematical representation, for the purpose simulations using digital computers. This is possible thanks to the standardized Modelica language definition [8]. The Modelica compiler compiles the Modelica model into machine code and executes it together with a numerical solver of choice, capable of solving sets of differential and algebraic equations (DAE), discrete equations or their combination. Thus, a Modelica model is not coupled to any specific solver, and can be easily exchange between software.
environments or specific applications capable of compiling Modelica code.

In this section, basic electrical models, specifically developed for the construction of the 22-buses system, are described. These models are included in the Power Systems Library (PSL) developed in the context of iTESLA Project. The PSL has been designed to fulfill the requirement of

1) Creating a user-friendly Power System library.
2) Creating a library compatible with the Modelica models existing in the Modelica Standard Library (MSL) [1].
3) Having a library composed by electrical components and non-electrical components allowing the assembly and simulation of power systems of small, medium and large size.

The structure of the MSL has been taken as a reference for the structure and the hierarchy of the different types of models in the PSL. The PSL is hierarchically organized as follows:

- **Examples**
- **Electrical models**
  - Machines.
  - Branches.
  - Loads.
  - Banks.
  - Sensors.
  - Events.
  - Solar devices.
  - Buses.
  - Controls.
  - Wind.
- **Non Electrical models**
  - Mathematical models.
  - Continuous models.
  - Non linear models.
  - Logical models.
- **Connectors**
- **Interface**

where each one of the levels and sub-levels shown above contain the different models and classes developed for power systems modeling. The description of some of the first models added can be found in [4] [6].

### A. Connector Model

The development of all electrical devices in the PSL required a connection point, allowing the flow of complex variables type. However, this complex type is not present in the MSL. Thus, a new type of connection was developed, where the voltage and current values are split into real and imaginary parts. The connector model `PwPin` allows the connection between Modelica models for electrical components.

```modelica
connector PwPin
  "connector for electrical blocks treating voltage and current as complex variables"
  Real vr; // real part of the voltage
  Real vi; // imaginary part of the voltage
  flow Real ir; // real part of the current
end PwPin;
```

The `flow` prefix precedes the variable declaration, the connected variables sum zero, whereas an equality rule is applied otherwise. Thus, the `PwPin` connector satisfies both Kirchoff’s laws for voltage and current at every connection point. An additional connector, `ImPin` connector is used to connect non-electrical models with the electrical models, allowing the PSL to be compatible with the models from MSL.

```modelica
connector ImPin = Real "connector for non-electrical blocks"
```

### B. Bus model

The bus model is simply formed by a `PwPin` connector that satisfies Kirchoff’s laws. The real and imaginary parts of the current in the Bus are set to zero in order to ensure that the sum of all currents, coming from the components connected to the Bus, is zero. The voltages of all components connected to the Bus will be equated through the connection of their respective `PwPin` to the same Bus.

```modelica
class Bus
  PwPin p(vr(start = Vo_real), vi(start = Vo_img));
  Real v;
  Real anglev;
  parameter Real Vo_real = 1;
  parameter Real Vo_img = 0;
  equation
    v = sqrt(p.vr ˆ 2 + p.vi ˆ 2);
    anglev = atan2(p.vi, p.vr);
    p.ir = 0;
    p.ii = 0;
end Bus;
```

### C. Open-line model

The implemented model follows the $\pi$-equivalent model of a transmission line [10]. The Modelica model takes as parameters the series resistance $R$, the reactance $X$, the shunt half conductance $G$ and the susceptance $B$ due to leakage current between the phases and ground. When either the receiving or the sending end of the line is open, the current at this end is null, and the equations of the line are simplified:

```modelica
class PwOpenLine
  PwPin p;
  PwPin n;
  parameter Real R "Resistance p.u.";
  parameter Real X "Reactance p.u.";
  parameter Real G "Shunt half conductance p.u.";
  parameter Real B "Shunt half susceptance p.u.";
  parameter Boolean OpenR_end "Open at Receiving end (true), Open at Sending end (false)";
  Real Zr;
  Real Zi;
  equation
    Zr = R*G - X*B;
    Zi = R*B + X*G;
    if (OpenR_end == true) then // Open at Receiving node
```

\[ P = P_0 \left( \frac{V}{V_0} \right)^\alpha \left( \frac{\omega}{\omega_0} \right)^\gamma \]  
(1)

\[ Q = Q_0 \left( \frac{V}{V_0} \right)^\beta \left( \frac{\omega}{\omega_0} \right)^\delta \]  
(2)

In our case the exponents \( \delta \) and \( \gamma \) are zero because we do not consider frequency dependency. For exponents \( \alpha \) and \( \beta \) we use the most accepted model where the active power is represented as constant current (\( \alpha = 1 \)) and reactive power as constant impedance (\( \beta = 2 \)).

E. Regulators

Three different types of complex regulator models have been developed in Modelica and connected to various synchronous machines used in the 22-buses system: a speed regulator, a voltage regulator and a vibrations regulator. These regulators were previously built in Eurostag and are used as reference models for their implementation in Modelica. Due to confidentiality issues, the speed and voltage regulations cannot be detailed here, but the vibrations regulator, designed for reducing and stabilising torsional vibrations for turbine-type AC generators has two public patents associated (see [11] and [12]).

III. VALIDATION OF POWER SYSTEM COMPONENTS

The Modelica model of a power system network needs to be initialized with proper steady-state values for the correct behaviour of the corresponding time-domain simulation. However, power flow calculation have not yet developed using Modelica. This is a remarkable characteristic of the benefits of using Modelica language for power system modelling so, the model is decoupled from an specific solver and can be easily exchanged between simulations tools that support the Modelica compiler. In this case, the power flow computation was performed using Eurostag and the same values have been used to initialize the equivalent Modelica model. Thus, the process of model validation with its Eurostag model reference becomes reliable since both Modelica and Eurostag models have the same initial conditions in all the components of
the network: buses, loads, lines, synchronous machines and regulators. For the validation of the electrical components, a small network model was built (see Fig. 1). The system contains three buses, a synchronous generator connected to bus0, a transmission line between bus0 and bus1, a speed governor (GOVER1) controlling the angular velocity of the generator, a voltage set point (EDP1) maintaining a constant excitation voltage of the generator during the simulation. The open line is connected between bus0 and bus1, and the voltage dependant load is connected at bus 1. The configuration of all the components has been carried out inside the design of the model and there is no need to set the initial conditions, from a power flow solution, because any mathematical solver is able to rapidly find the steady-state condition of this small system. By default, the dassl integrator solver used in Dymola sets the initial conditions to 0. Two events were introduced to study the time-response of the system: a load modification at $t = 5s$ and a fault at bus1 occurring at $t = 10s$ during 0.5s. The comparison between Eurostag simulation and Modelica simulation is shown in Fig. 2

IV. MID-SIZE POWER SYSTEM MODEL IMPLEMENTATION

A. System Implementation

The reference model was originally built and simulated using Eurostag tool. This network model represents a sub-network of the French grid. The initial conditions of the model have been taken from the power flow solution calculated in Eurostag, as well as the topology and parameters of each component, which are taken from the real grid. Figure 3 shows all the Modelica components in the 22-buses system and the connections between them. Due to confidentiality issues, the system does not provide geographical location information. Moreover, the dynamic parameters for machines and regulators have been modified from the original values. The system is composed by 40 buses with 27 of them connected by coupling devices and one disconnected bus. Thus the actual number of buses is reduced to 22. There are 26 lines with one line open at the sending node (explained in section II-C), two fixed tap transformers [4] and 11 transformers with variable tap; one of them is a phase shifting transformer. The system has 6 generators with four of them modelled as synchronous machines defined by their external parameters, based on the M2S machine form Eurostag (developed in Modelica during the Pegase project [4]), and three different types of regulators. The remaining two generators did not have dynamic data in the original model built in Eurostag and thus are modelled as constant power injection. These are modelled as a constant impedance loads, in Modelica. The system also contains 23 voltage dependent loads. The resulting Modelica model of this 22-buses system contains more than 2500 unknowns and equations. Once all component models were developed and validated against Eurostag, the next step was to include them in the system following the topology given in Eurostag. Once the model was built in Modelica, with all the steady-state and dynamic parameters, simulations in different Modelica tools, Dymola and OpenModelica, have been performed.

B. Initialization of the Modelica model

To initialize a Modelica model, initial guess for all algebraic, continuous and discrete variables need to be provided [14]. These values should either be written manually when designing the model or computed through an external routine. In Modelica language, the initial values for variables and parameters can be specified with an equation through the initial equation construct or by setting the ($\text{fixed} = \text{true}$, $\text{start} = \text{x0}$) properties of the instance variables. If nothing is specified, the default value would be zero ($\text{start} = 0$) with the property ($\text{fixed} = \text{false}$), then the value will be viewed as a guess value. Setting the property ($\text{fixed} = \text{false}$), the initial value of the parameter and variables can be computed during initialization. However, not assigning an initial value to algebraic states or using default values (0 or no value) may result in divergences of the initialization algorithm. Following these considerations, in the 22-bus system, voltage for buses, lines, loads and and starting values for machines and regulators are initialized with the steady-state solution from the power flow solution, from Eurostag, as well as P and Q values for loads. Their values are treated as a guess value ($\text{fixed} = \text{false}$) for the initialization of the simulation. Only some regulator attributes are treated as parameters with value ($\text{fixed} = \text{true}$), which means the its value does not change after the initialization of the simulation. The current values in buses, lines and loads are set to zero and are determined by the static analyser at the initial step of the simulation. Once the model is built with all the starting values, the first step of the Modelica compiler is to correctly determine the initial steady state without initial values for currents. Dymola and OpenModelica manipulate symbolically the initialization problem and generate analytic Jacobians for non-linear problems. Author have experienced different behaviour with these Modelica tools. Using the Modelica compiler within the OpenModelica editor, the initialization calculation can be deactivated, forcing the solver to use the initial conditions from the power flow computation. This simulation configuration ensures the use a power flow solution before any time-domain simulation. Using the Modelica compiler in the Dymola editor, there is no direct method for deactivating the initialization phase in the solver. But the use of guess values for all variables but current values improved the computation speed of the initialization phase.

V. SIMULATION RESULTS OF THE MID-SIZE MODEL

The 22-bus system was simulated with the presence of two different dynamic events: a line opening and closing at the sending node, and a fault connected to one node during 1s of simulation. As stated in the previous section, both OpenModelica and Dymola have been used. Using OpenModelica, the solver is able to perform the flattening of the model and the initialization, but the time-domain simulations were not executed by the compiler, thus no analysis could be performed using this editor. Using Dymola, the system is flattened, is correctly initialized and correctly simulated, thus the rest of this section is devoted to explain the results obtained with Dymola.
Fig. 3. Power System composed by 22 buses, 26 lines, 11 transformers, 4 synchronous machines with regulators, 23 voltage dependent loads and 2 constant impedance loads.

Fig. 4. System response to the opening of a line at the sending node at time $t = 20$ s. The left figure shows the voltage at one specific bus (in p.u.) on the full time-scale, while the figure of the right zooms the plot at the instance when the opening-closing event occurs. Blue lines/dots correspond to results obtained with Dymola simulation environment and red lines/dots correspond to results obtained with Eurostag.

Figures 4 and 5 show the system response to a line opening and a fault in a bus, respectively, using the dassl solver with a tolerance of $1 \times 10^{-04}$. The results are compared with simulation results from Eurostag. Comparing the different integrator solvers available in Dymola, dassl and lsodar gave the best results. Smaller tolerance values, increased largely the simulation time without improving the results. Analysing the plots, the system steady-state obtained with Dymola solver coincides with the Eurostag outputs, with a precision of $1 \times 10^{-05}$ in per unit scale.

VI. CONCLUSIONS

A power system library is being developed in Modelica to give users the possibility to build and perform power system time-domain simulations in power systems in an open language, allowing the sharing of models, and providing a common understanding of each of the component’s modelling. The use of Modelica language in modelling mid-size power system models proofs that open-source software is also reliable for power system dynamic simulations, as in comparison with proprietary tools. The development of this library is the result of the collaboration between different partners of the iTesla project. The library will undergo a continuous enlargement with new electrical and non-electrical models until the end of the iTesla project in 2015. For building a medium size power system composed by 22 buses and multiple devices, component models existing in the library have been used. Moreover,
new models for electrical and non-electrical components were developed for building and simulate this mid-size system. The system topology was built manually in Modelica following a system previously made in Eurostag, a load flow computation was performed as well as the computation of initial values for machines and regulations, and then all these start variables were introduced in the system in order to initialize and simulate it in Dymola. The time-domain simulations yielded the expected results when compared with the reference system made in Eurostag. However, further analysis and simulations of mid-size power system models should be performed with open source tools like OpenModelica, to prove the complete capabilities of Modelica compiler for the simulation of power system models in different Modelica tools.
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